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ABSTRACT 

Currently, web-based applications have a huge role in 

providing online services across the world in various sectors 

such as social media, e-commerce, e-education, e-health, etc., 

due to the rapid growth, dynamic nature and heterogeneity of 

web-based applications, Rigorous testing techniques are 

required to produce reliable web-based applications. Therefore, 

the process of testing web-based applications is a very 

important issue. Software testing is an important and essential 

stage in software development to improve its quality and 

reliability. There are many methods presented in the literature 

for creating test cases. Besides, you can take the test manually 

or automatically using different test tools. Therefore, this paper 

focuses on reviewing the literature and reviewing many 

different existing methods performed on Model Based Testing 

(MBT) for web-based applications. In addition, this research 

paper offers a comparative evaluation based on testing 

approaches for web-based applications that used UML 

diagrams in order to provide guidance for researchers to select 

an appropriate MBT approach and provide a basis for relevant 

future research. 
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1. INTRODUCTION 
In recent years, web-based applications have become used in 

important aspects of life, such as social media, education, 

entertainment, and online shopping [1]. A web-based 

application usually consists of a graphical interface that the user 

can interact with by navigating between pages through the 

browser  [2]. There are two main types of web-based 

applications; One that only displays web pages is called static, 

and the other that allows the user to interact by entering 

information for the web page is called dynamic [3]. Given the 

importance of web-based applications in many areas, it is 

necessary to conduct testing with methods appropriate to their 

dynamic environment. Although testing using traditional 

testing techniques is expensive and time consuming [4]. 

Software testing has an essential and important role to verify 

that the system behavior matches its requirements and operates 

accurately and reliably [5]. The testing process is the process 

of assessing the quality of the system under test (SUT). The 

stages of the testing process are creating test cases, executing 

test cases, and finally evaluating test cases [6].  A test case is a 

series of inputs that lead to the expected output values. There 

are two techniques for generating test cases. The first is 

structural testing, which generates test cases based on source 

code and is called white box testing. In addition, functional 

testing, in which the generation of test cases depends on the 

specifications of the systems, is called black box testing [7]. 

Software testing is an important and costly process in the 

software development life cycle. In the current researches, new 

methods have been explored to create test cases based on 

system models, characterized by low test cost and time [8]. 

Model-based testing (MBT) is one of the black box testing 

approaches that have a role in improving the traditional testing 

process. MBT is a convenient approach to web-based 

application testing because it has the advantage of lower cost 

and time detection of defects compared to traditional testing 

approaches [10]. In MBT, test cases are created from abstract 

models to capture SUT behavior. System models are created 

depending on the system requirements during the design phase 

[11]. One of the models suitable for generating test cases is the 

behavioral models of the system [12]. In the literature, there are 

different types of models that are used to generate test cases, 

including behavioral models, such as state diagrams, petri 

networks, and Finite State Machines (FSM)  [13]. Due to the 

importance of MBT and Unified Modeling Language (UML), 

as well as the widespread use of UML, UML diagrams have 

been used to create test cases. [14].  In fact, there are many 

proposed test case generation approaches for web-based 

applications. Therefore, this paper reviews the most prominent 

approaches to generate test cases based on UML models for 

web-based applications to identify existing MBT methods. 

Furthermore, this paper presents a comparative evaluation 

made on MBT approaches for web-based applications. 

Comparison criteria include UML models of representation, 

test type, test technique, automation tool, and approach’s 

limitations. 

The rest of the paper is organized as follows. Section 2 provides 

the basic concepts for MBT process. Section 3,4 describes the 

UML diagrams and test case generation respectively. In section 

5, a review of test case generation approaches presented. 

Section 6 provides results and discussion for a comparative 

evaluation of current literatures. Finally, section 7 presents the 

conclusions and directions for future research.  

2. MODEL-BASED TESTING    
Model-based testing (MBT) is a testing approach that relies on 

generating test cases from a system design model and executing 

automatically generated test cases to detect many errors 

compared to manual testing [15]. Systems models are 

expressed in various ways such as a use case diagram or a class 

diagram [16]. There are some tools available to implement 

MBT. Testing tools can help reduce time and cost and improve 

automation testing functionality [17]. Due to the high 

complexity of some models, the number of test cases generated 

is very large. So executing all test cases for SUT is usually not 

feasible. Thus, different test coverage criteria are used to define 
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the testing process [18]. For example, all paths coverage i.e. 

each path is executed at least once. On the other hand, branch 

coverage i.e. every possible branch of the decision point is 

executed [19].  The algorithm for automatically generating test 

cases is the core of the MBT approach (i.e. the algorithm 

outputs a set of test cases) applied to the specification model 

either offline or with an internet connection [20]. The generated 

test cases can be executed on the system under test [21]. Then 

the results of the test implementation are compared with the 

expected results in the specification test model [22]. In the case 

of offline testing, the test cases generated are written down as 

scripts. Using offline testing can improve the final test set 

before execution and store for later use [23]. On the other hand, 

in the test case with internet connection, test cases are 

generated, executed and evaluated together, and then the next 

test input is generated based on the test output [24]. In this case, 

online testing is adaptable and more convenient than offline 

testing [25].  In MBT, the last step is to analyze the output of 

the test cases that have been executed to generate the test report 

based on the test results [26]. For example, requirements not 

covered by test cases and requirements that are validated at the 

end of the test can be checked [27]. The importance of MBT is 

to increase the effectiveness and efficiency, which is related to 

the criteria for choosing a test model if the system model is 

structural or behavioral [28]. MBT generally generates test 

cases from an abstract model of the system, including formal, 

semi-formal specifications such as UML diagrams [29]. UML 

relies on behavior models based on expected inputs and outputs 

to generate a test case in its implementation [30]. UML 

behavior models relied on expected inputs and outputs in order 

to generate test cases [30]. MBT based on different methods to 

generate test cases such as Labelled Transition Systems (LTS), 

Finite State Machine (FSM), Message Sequence Charts (MSC), 

and others [31]. One of the most used models for MBT is UML 

Diagrams [32], which will be explained in the next section. 

3.  UNIFIED MODELING LANGUAGE 
Unified Modeling Language (UML) is a standard visual 

modeling language designed for documenting and designing 

object-based systems  [33]. It is provided by the Object 

Management Group (OMG) [34]. Because UML is a visual 

language that supports modeling of system structure and 

behavior, it has been widely used for software design and 

modeling [35]. Currently there are many applications that have 

used UML to design, test, maintain, etc. in a model-driven 

software development environment [36]. The UML contains a 

number of diagrams to display specific features of the system 

[37]. UML models fall into two categories that include 

organization diagrams and behavior diagrams. Organization 

Diagrams (Body Diagrams mean the static structure of a system 

and its representation of the various levels of abstraction and 

implementation). By contrast, behavioral schemas (behavioral 

schemas mean the complex action of objects in a system) [38]. 

Structural models are represented by class diagrams, 

component diagrams, deployment diagrams, object diagrams, 

package diagrams, profile diagrams, and compound diagrams. 

Interaction diagrams fall into the category of behavioral 

models. Other diagrams in this category are use case diagrams, 

case diagrams, and activity diagrams [39]. 

4. TEST CASE GENERATION 
The testing process consists of three phases: generation of test 

cases, test execution, and test evaluation. Generating test cases 

is the most challenging compared to the other two phases [40]. 

Generating test cases manually is usually error-prone and time-

consuming, so automating the generation of test cases is more 

efficient and effective [41]. In addition to saving time and effort 

and reducing the number of errors. Moreover, the automated 

test reduces the cost compared to the manual test and also 

increases the reliability [42]. It is more efficient and reusable to 

generate test cases from models at an early stage of system 

design, which can then be easily updated if specifications 

change [43]. Generating test case from UML models is more 

effective because it allows the testing process to be executed in 

parallel with the software development cycle, resulting in 

reduced development time and cost and improved software 

quality and reliability [44]. 

5. TEST CASES GENERATION 

APPROACHES  
Web-based application is significantly different from 

traditional application. It is either dynamic or interactive. 

Therefore, traditional testing methods and tools are not 

sufficient and suitable for web-based application testing [45]. 

Therefore, a variety of web-based applications testing 

approaches has been proposed. This section gives a review of 

several of these approaches. 

Rika and Tonila [46] proposed an approach to testing web-

based applications with a high level of abstraction. The 

proposed approach is based on static HTML links and does not 

integrate any dynamic aspects of the program. Through the 

approach any web-based applications can be materialized with 

a UML model. The model is supported by a tool that generates 

tests consisting of a sequence of URLs and another tool that 

creates a static graph based on HTML links. Based on the 

navigation path of web-based applications s and to create linked 

test cases semi-automatically the proposed approach used the 

UML class diagram to define white box test criteria.   On the 

other hand, Cho and Chong [47] proposed an approach to 

generating test cases for web-based applications s from a UML 

sequence diagram. The proposed approach generates three 

types of test cases to be tested, starting with a single web page 

test, then cross web page testing and finally integrated web 

page testing. The test was conducted with the help of a testing 

tool called OnlineTestWeb.  Another approach to web-based 

applications testing suggested by  Huang and Chen [48]. Their 

approach is generating test cases by using activity diagram for 

web-based applications testing. The approach focuses on 

testing the functional scenario of a web-based applications. The 

approach is based on the use of HttpUnit (a web test tool) and 

test cases in the form of test codes. Besides using the Web 

Application Scenario Automated Testing Tool (WASATT), 

test cases are created.  

Finally compile and run the test codes. The proposed approach 

can reduce errors and the work can be extended to include a 

fully functional model of the web-based applications, moreover 

carefully checking the dynamic semantics of the web page. The 

Use Transition Case Model (UCTM) is the proposed approach 

by Li et al. [49]. An approach that designs web-based 

applications as UML state diagrams and uses a hierarchical 

profile called. By traversing UCTM from top to bottom, each 

use case is described as a sequential graph, which automatically 

converts it into a Restricted Message On Vertex Graph 

(RMOVG). The header in RMOVG represents one message in 

the sequence diagram. According to the CMC standards, each 

message must be passed at least once. Test cases generated 

from RMOVG satisfy CMC and result in reduced number of 

test cases.  Besides, Fujiwara et al. [50] have introduced an 

approach to generate test cases for web-based applications 

using class diagram and Object Constraints Language (OCL). 

UML class diagrams are used to represent the structure of data 

while OCL is used to model the behavior and limitations of that 

data. Each generated test case has three levels: a pre-state, a 



International Journal of Computer Applications (0975 – 8887)  

Volume 187 – No.44, September 2025 

29 

post-state, and an event start. The Modulo Theorem (SMT) 

analyzer is used for compatibility with more complex data 

types. 

Moreover, García and Dueñas [51] They provided an approach 

to automated testing of web-based applications. The proposed 

approach includes four phases which are generation of test 

cases, then test derivation of data, then test case 

implementation, and finally reporting of test case. In addition 

to the approach inputs are UML models, XML files or 

Selenium scripts.  The output as a report submitted for each test 

case. Furthermore, Nabuco and Paiva [52] introduced an 

approach that uses UML diagrams which are sequence 

diagrams (which provide dynamic navigation of the application 

under test) and web diagrams (which provide functional 

requirements such as attributes, operation, shape, and frameset) 

to generate test cases for web-based applications s. By applying 

the principles of data mining in SQL, test cases are created. 

This approach was validated and validated by a case study. 

Their study concluded that problems with deleted data were 

overcome and information on test cases improved. Because test 

cases are generated automatically from sequence diagrams and 

web diagrams, it has contributed to capturing the dynamic 

behavior of web-based applications. 

6. RESULTS AND DISCUSSION 
This section compares, analyzes and evaluates MBT 

approaches for web-based applications testing based on 

specific parameters. The comparative parameters are UML 

diagram, testing type, testing technique, automation tool, 

approach’s limitations. These parameters are important to 

select a proper MBT approach for web-based applications 

testing.  Based on currently literatures review of testing 

approaches, the results are obtained and summarized in Table 

1. 

As most web applications are an important resource for 

providing online services in many critical areas including 

commercial ones that require their reliability. Therefore, it must 

be tested and ensured for its effectiveness and accuracy. But 

web-based applications testing using traditional testing 

techniques is a major and complex problem because these 

techniques are expensive and time consuming. Therefore, 

researchers have introduced several MBT methods and this 

approach is feasible for testing web-based applications because 

it detects flaws while reducing cost and time.   

Based on Table 1, test cases approaches in literature used 

different UML diagrams as use case, class, sequence, and 

activity. As well as, testing techniques used as black box or 

white box. Moreover, the approaches used are automated. 

Comparative evaluation explains the different approaches used 

in the testing process by showing the drawbacks of each 

approach. The results show that a better approach to test case 

generated is required. It may involve combining more UML 

diagrams as well as combining two or more technologies to 

improve existing approaches. 

7. CONCLUSION 
This study, presented the applicability of MBT to web-based 

applications as Testing Type, Testing Technique, automation 

tool. In addition, the UML diagrams used in these methods are 

highlighted. The results of the evaluation comparison showed 

that the majority of the UML diagrams used in the mentioned 

methods are Class Diagram, Sequence Diagram, Activity 

Diagram, Use Case. Moreover, the approach was analyzed to 

highlight issues and limitations such as complex or 

weaknesses. Based on the comparative evaluation presented of 

MBT methods for web-based applications. This study fulfilled 

its main objective of providing guidance to researchers for 

selecting an appropriate MBT approach. Besides providing 

future guidance to researchers and planning work for different 

web-based application areas such as load testing, security and 

navigation. 

Table 1: Comparative evaluation on proposed approaches of web-based applications testing 

No Reference 
UML Model 

Used 

Testing Type 

 

Testing 

Technique T
o

o
l 

Limitations 

 

1 

Ricca & Tonella 

(2001) 

[46] 

Class Diagram 
Factional 

Testing 

White Box 

Testing 
✓  

This approach is suitable for testing static web 

pages only, and there is a possibility that the size of 

the test suite will expand due to the path explosion. 

2 

Cho & Chong 

(2005) 

[47] 

Sequence 

Diagram 

Unit Testing 

And 

Integration 

Testing 

Black Box 

Testing 
✓  

The approach is fairly simple and straightforward 

however, the tool used is no longer available 

online. 

3 

Huang & Chen 

(2006) 

[48] 

Activity Diagram 
Factional 

Testing 

White Box 

Testing 
✓  

The approach is considered tedious as the test 

schematic diagram then needs to be translated into 

assembled test scripts. 

4 

Li et al. 

(2008) 

[49] 

Use Case 

Diagram and 

Sequence 

Diagram 

Unit Testing 

 

White Box 

Testing 
✓  

The approach is limited to branch testing so 

requires slicing in the case of large web 

applications. 

5 

Fujiwara et al 

(2011) 

[50] 

Class Diagram 

And OCL 

Unit Testing 

 

Black Box 

Testing 
✓  

The approach has proven to be effective, but it 

requires that the tester be well trained in formal 

modeling. 

6 

García & 

Dueñas 

(2011) 

[51] 

Use Case, 

Activity, And 

Presentation 

Diagram 

Functional 

Testing 

Gray Box 

Testing 
✓  

The approach is very suitable for asynchronous 

web systems. Because he did not use graphs to 

represent navigation as a set of states and 

transitions rather than web pages and links. 
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7 

Nabuco & Paiva 

(2014) 

[52] 

Sequence 

Diagram and 

Web Diagram 

Functional 

Testing 

Black Box 

Testing 
✓  

The approach uses model testing as a tool for 

building static and specific models based on user 

interface patterns to build test models and to 

generate and execute test cases. But to avoid test 

case explosion, test cases should be filtered based 

on specific configuration or randomly filtered. 
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